**实验五 遗传算法**

**一、实验目的**

理解遗传算法的基本操作和思想。

**二、实验分析**

遗传算法也称进化算法 。 遗传算法是受达尔文的进化论的启发，借鉴生物进化过程而提出的一种启发式搜索算法。

借鉴生物进化论，遗传算法将要解决的问题模拟成一个生物进化的过程，通过复制、交叉、突变等操作产生下一代的解，并逐步淘汰掉适应度函数值低的解，增加适应度函数值高的解。这样进化N代后就很有可能会进化出适应度函数值很高的个体。

**选择**：选择一些染色体来产生下一代。

**变异**：在繁殖过程，新产生的染色体中的基因会以一定的概率出错，称为变异。

**交叉**：2条染色体交换部分基因，来构造下一代的2条新的染色体。

使用遗传算法解决“0-1背包问题”的思路：0-1背包的解可以编码为一串0-1字符串（0：不取，1：取） ；首先，随机产生M个0-1字符串，然后评价这些0-1字符串作为0-1背包问题的解的优劣；然后，随机选择一些字符串通过交叉、突变等操作产生下一代的M个字符串，而且较优的解被选中的概率要比较高。这样经过G代的进化后就可能会产生出0-1背包问题的一个“近似最优解”。

**三、实验内容**

**源代码：**

#include <windows.h>

#include<stdio.h>

#include<stdlib.h>

#include<math.h>

#include<time.h>

#define S 5 //种群的规模

#define Pc 0.8 //交叉概率

#define Pm 0.05 //突变概率

#define KW 1000 //背包最大载重1000

#define N 30 //物体总数

#define T 800 //最大换代数

#define ALIKE 0.05 //判定相似度

/\*数据集一\*/

int stop=0; //初始化函数中初始化为所有价值之和

int t=0; //目前的代数

int value[]={

220,208,198,192,180,180,165,162,160,158,155,130,125,122,120,118,115,110,105,101,100,100,98,96,95,90,88,82,80,77,75,73,72,70,69,66,65,63,60,58,56,50,30,20,15,10,8,5,3,1};

int weight[]={

80,82,85,70,72,70,66,50,55,25,50,55,40,48,50,32,22,60,30,32,40,38,35,32,25,28,30,22,25,30,45,30,60,50,20,65,20,25,30,10,20,25,15,10,10,10,4,4,2,1};

/\*数据集二

int stop=0; //初始化函数中初始化为所有价值之和

int t=0; //目前的代数

int value[]={

220,208,198,192,180,180,165,162,160,158,155,130,125,122,120,118,115,110,105,101,100,100,98,96,95,90,88,82,80,77,75,73,72,70,69,66,65,63,60,58,56,50,30,20,15,10,8,5,3,1};

int weight[]={

80,82,85,70,72,70,66,50,55,25,50,55,40,48,50,32,22,60,30,32,40,38,35,32,25,28,30,22,25,30,45,30,60,50,20,65,20,25,30,10,20,25,15,10,10,10,4,4,2,1};

\*/

/\*数据集三

int stop=0; //初始化函数中初始化为所有价值之和

int t=0; //目前的代数

int value[]={

597,596,593,586,581,568,567,560,549,548,547,529,529,527,520,491,482,478,475,475,466,462,459,458,454,451,449,443,442,421,410,409,395,394,390,377,375,366,361,347,334,322,315,313,311,309,296,295,294,289,285,279,277,276,272,248,246,245,238,237,232,231,230,225,192,184,183,176,171,169,165,165,154,153,150,149,147,143,140,138,134,132,127,124,123,114,111,104,89,74,63,62,58,55,48,27,22,12,6,250};

int weight[]={

54,183,106,82,30,58,71,166,117,190,90,191,205,128,110,89,63,6,140,86,30,91,156,31,70,199,142,98,178,16,140,31,24,197,101,73,16,73,2,159,71,102,144,151,27,131,209,164,177,177,129,146,17,53,64,146,43,170,180,171,130,183,5,113,207,57,13,163,20,63,12,24,9,42,6,109,170,108,46,69,43,175,81,5,34,146,148,114,160,174,156,82,47,126,102,83,58,34,21,14};

\*/

struct individual //个体结构体

{

bool chromsome[N]; //染色体编码

double fitness; //适应度//即本问题中的个体所得价值

double weight; //总重量

};

int best=0;

int same=0;

individual X[S],Y[S],bestindividual;

int comp(individual bestindividual,individual temp)//比较函数

{

int fit=0,w=0;//第一种不变:操作后不满足重量函数，第二种:操作后适应度小于操作前

for(int i=0;i<N;i++){

fit+=temp.chromsome[i]\*value[i];

w+=temp.chromsome[i]\*weight[i];

}

if(w>KW)return -1;

return (bestindividual.fitness>fit?-1:1);//如果小于原来值或者不满足重量函数，则返回-1

}

void Checkalike(void)

{

int i=0,j=0;

for( i=0;i<S;i++)//相似度校验

{

for(j=0;j<N;j++)

{

bool temp=X[i].chromsome[j];

for(int k=1;k<S;k++)

{

if(temp!=X[k].chromsome[j])

break;

}

}

if(j==N)

same++;

}

if(same>N\*ALIKE)//大于ALIKE作为判定为早熟

{

int minindex=0;

for(int n=0;n<S;n++)

if(X[n].fitness<X[minindex].fitness)

minindex=n;//确定最小

for (j=0; j<N;j++)//重新生成

{

bool m=(rand()%10<5)?0:1;

X[minindex].chromsome[j]=m;

X[minindex].weight+=m\*weight[j];//个体的总重量

X[minindex].fitness+=m\*value[j]; //个体的总价值

}

}

}

void GenerateInitialPopulation(void)//初始种群,保证每个值都在符合条件的解

{

int i=0,j=0; bool k;

for(i=0;i<N;i++)stop+=value[i];//设置理论最优值

for (i=0; i<S; i++)

{

int w=0,v=0;

for (j=0; j<N;j++)

{

k=(rand()%10<5)?0:1;

X[i].chromsome[j]=k;

w+=k\*weight[j];//个体的总重量

v+=k\*value[j]; //个体的总价值

}

if(w>KW) i--; //如果不是解，重新生成

else

{

X[i].fitness=v;

X[i].weight=w;

if(v==stop)

{

bestindividual=X[i];

return;

}//这种情况一般不会发生

}

}

}

void CalculateFitnessValue()

{

int i=0,j=0;

for (i=0; i<S; i++)

{

int w=0,v=0;

for (j=0; j<N;j++)

{

w+=X[i].chromsome[j]\*weight[j];//个体的总重量

v+=X[i].chromsome[j]\*value[j]; //个体的总价值

}

X[i].fitness=v;

X[i].weight=w;

if(v==stop)

{

bestindividual=X[i];

return;

}//符合条件情况下最优解这种情况一般不会发生

if(w>KW) X[i]=bestindividual;//如果不是解，找最好的一个解代之

}

}

void SelectionOperator(void)

{

int i, index;

double p, sum=0.0;

double cfitness[S];//选择、累积概率

individual newX[S];

for (i=0;i<S;i++)

sum+=X[i].fitness;//适应度求和

for (i=0;i<S; i++)

cfitness[i]=X[i].fitness/sum; //选择概率

for (i=1;i<S; i++)

cfitness[i]=cfitness[i-1]+cfitness[i];//累积概率

for (i=0;i<S;i++)

{

p=(rand()%1001)/1000.0;//产生一个[0,1]之间的随机数

index=0;

while(p>cfitness[index])//轮盘赌进行选择

{

index++;

}

newX[i]=X[index];

}

for (i=0; i<S; i++)

X[i]=newX[i];//新的种群

}

void CrossoverOperator(void)//交叉操作

{

int i=0, j=0,k=0;individual temp;

for(i=0; i<S; i++)

{

int p=0,q=0;

do

{

p=rand()%S;//产生两个[0，S]的随机数

q=rand()%S;

}while(p==q);

int w=1+rand()%N;//[1,N]表示交换的位数

double r=(rand()%1001)/1000.0;//[0,1]

if(r<=Pc)

{

for(j=0;j<w;j++)

{

temp.chromsome[j]=X[p].chromsome[j];//将要交换的位先放入临时空间

X[p].chromsome[j]=X[q].chromsome[j];

X[q].chromsome[j]=temp.chromsome[j];

}

}

if(p==best)

if(-1==comp(bestindividual,X[p]))//如果变异后适应度变小

X[p]=bestindividual;

if(q==best)

if(-1==comp(bestindividual,X[q]))//如果变异后适应度变小

X[q]=bestindividual;

}

}

void MutationOperator(void)

{

int i=0, j=0,k=0,q=0;

double p=0;

for (i=0; i<S; i++)

{

for (j=0; j<N; j++)

{

p=(rand()%1001)/1000.0;

if (p<Pm)//对每一位都要考虑

{

if(X[i].chromsome[j]==1)X[i].chromsome[j]=0;

else X[i].chromsome[j]=1;

}

}

if(i==best)

if(-1==comp(bestindividual,X[i]))//如果变异后适应度变小

X[i]=bestindividual;

}

}

void FindBestandWorstIndividual(void)

{

int i;

bestindividual=X[0];

for (i=1;i<S; i++)

{

if (X[i].fitness>bestindividual.fitness)

{

bestindividual=X[i];

best=i;

}

}

}

int main()

{

DWORD start, stop;

srand((unsigned)time(0));

t=0;

GenerateInitialPopulation(); //初始群体包括产生个体和计算个体的初始值

while (t<=T)

{

FindBestandWorstIndividual(); //保存当前最优解

SelectionOperator(); //选择

CrossoverOperator(); //交叉

MutationOperator(); //变异

Checkalike(); //检查相似度

CalculateFitnessValue(); //计算新种群适应度

t++;

}

FindBestandWorstIndividual(); //找到最优解

printf(" 物品价值：");

for(int k=0;k<N;k++)

{

printf(" %d ",value[k]);

}

printf("\n");

printf(" 物品重量:");

for(int k=0;k<N;k++)

{

printf(" %d ",weight[k]);

}

printf("\n");

printf("背包容量 %d\n",1000); //输出最优值

printf("-----------------------------\n");

printf("最优价值 %f\n",bestindividual.fitness); //输出最优值

printf("对应重量 %f\n",bestindividual.weight); //对应重量

printf("线性解：");

for(int k=0;k<N;k++)

{

if(bestindividual.chromsome[k]==1){ //输出最优解

printf(" %d ",1);

}else{

printf(" %d ",0);

}

}

printf("\n");

printf("\n");

system("pause");

return 0;

}

**运行结果：**

第一个数据集

![](data:image/png;base64,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)
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第三个数据集
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